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Abstract
The aim of this research manual was to document the findings and conclusion that came
from developing a cross-platform application as a Final Year Student. It documents the
research and thought process that went behind each decision made during both the
theoretical and practical development of the project. With the focus being primarily on
developing the application using Flutter in conjunction with Firebase for backend database
support. Providing steps on how to set up the development environment for Flutter and
Firebase. Alongside this there will be details on how the application was created. Specifically
it will be covering the all important widgets that were used in the creation of the application.
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Introduction
As part of the final year project for software students this research manual has been
produced in order to document the new knowledge and or skills that have been learnt
throughout project development. The project in question is called ‘Daly Tyres Fleet
Management’. Its purpose is to help a company called Daly Tyres facilitate repair requests
for when vehicles break down.

For this project, research was done first by looking into what I believe were the four main
factors of development that I would encounter, web hosting service, database languages, the
system for managing that database and finally the best cross-platform frameworks. This part
of the research was mostly theory and was used as a starting base for development.

From there the manual will heavily focus on Flutter, Dart and Firebase. As these three
technologies became the main tools used for development.
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Web Hosting Services
With multiple different users needing access to the fleet management system, all from
varying locations. In order to facilitate this the system will need to be hosted online. There
are many different options available for this service but for the clients needs it will only be
necessary to look at an in-house server and at cloud hosting. Here we will compare and
contrast these two services to determine which service will offer the most effective service
for the client.

In-House Server
To begin with, a server is a computer that is outfitted with computer hardware or software or
both in order to provide services to other computers on the same network [1]. This is a very
broad description and there are many different types of servers. For the purposes of this
project a web or HTTP server is necessary. This type of server is purpose built to store any
files that are needed to build a website [2]. It can also connect to the internet and carry out
HTTP requests [2]. Now with the server type clarified it is time to move onto the pros and
cons of using such a piece of equipment in-house.

On the pro side of having the server in-house, the client will have much more control over
the server when compared to any other option. No one else will have any access to this
server. Control is fully within the clients hands. They will have control of the hardware,
meaning that they can tailor it to their needs [3]. They will have control of the software,
meaning that they can use their preferred operating environment [3]. They won’t be
beholden to any contracts, unlike if they were to use another company's services [3]. This
control is by far and away the single greatest benefit of an in-house server.

However, with this level of control comes many responsibilities. To start with the client will
need to expense the cost of buying the server equipment themselves. From there then the
client will need the technical skills and knowledge in the set up, maintenance and security of
the system [3]. With support needing to be available around the clock as users of the system
will need access at any possible time, day or night [3]. As vehicle maintenance or repairs
can hardly ever be considered to be a convenient occurrence.
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Cloud Hosting
On the other end of the web hosting spectrum there is cloud hosting. This method, like
before, uses a web server to make the client's system accessible by the internet. However,
unlike before this server is remote [4]. Meaning the is located in a different location from the
main business. These locations are called data centres [4]. Here the client will need to rent
space on another company's server [4]. They will not own the server and they will not be
able to access it physically themselves.

There are many benefits to this arrangement. The equipment is already bought and
operating. This means that not only will the client not need to front the cost of such
expensive equipment [5], they also won’t need any prior knowledge on how to operate a
server. It is already established [5]. All the client has to worry about is creating the files for
the website. Paying for only what they use. Additionally, as these data centres are
specifically built for this function and specialise in this field, they are much more likely able to
provide services at a higher level than a regular non-tech business could. With services such
as the backup of data in case of corruption or loss being a given [5].

All of these pros however, come with a lack of control. The hosting service gets to decide
how they administer their servers. Largely this issue can be worked around as the client can
examine different service providers to find one that suits best. Even then the issue of
downtime is inescapable [5]. If there are any technical issues causing the server to be
unavailable the client will be at mercy of the service provider. Potentially causing the client
and other users great difficulty. There is also the fact that data centres are a major target for
hackers as multiple different companies will be using that service [5]. Meaning that even if
Daly Tyres isn’t the target of such an attack, their data stored there could be swept up in an
attack on another company entirely [5].

Conclusion
Taking into consideration all the pros and cons of each service it is clear to me that cloud
hosting is the much better option. Focusing on the client, Daly Tyres, needs it is unlikely that
they have much if any prior experience with operating a private server before. This coupled
with the expense of purchasing such equipment to set up an in-house server would make
this a costly endeavour. Both in terms of time and resources. Any potential control gained by
an in-house service would be lost in a lack of experience in how to utilise it to its fullest for
the business. While the concerns that come with cloud hosting will still pose an issue for the
client, the high service standards, overall reliability and cost effectiveness make for very
attractive features.

On the development side of the project cloud hosting is much more beneficial for me. It will
enable me to launch the application sooner as there will be no need to set up a server and in
the long run I won’t have to be burdened with maintaining the server myself. This should
allow for a smoother application launch.
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Database Languages
It is already a certainty that a database is needed. All that is needed for consideration here is
the database language that will be used. Database languages are programming languages
that have been specifically created to be used to access, control and manipulate a database
[6]. With SQL and NoSQL being two of the more widely known database languages, they will
be the two taken into consideration in the following section.

SQL
Standing for Structured Query Language [7], SQL as the name suggests operates based on
a set structure. It can only be applied to databases whose tables conform to its fixed
structure. This applies to how tables are connected, tables consisting of rows and columns
only or how items are labelled [8]. This strict formatting means that there is a high level of
consistency throughout queries. Making it easier to understand between individuals and long
term maintainability. Along with this set structure SQL is also considered to be easier to
understand than other database languages [8]. Not needing someone that is highly
specialised in the language used once again lends itself to its maintainability across
individuals.

At the same time having a language that is so reliant on a set structure has its drawbacks.
Any changes to the structure of the database can heavily affect any SQL queries already
written and make it unusable [8]. This is also what makes it difficult to scale [9]. As
traditionally SQL databases have been scaled vertically. Otherwise, it becomes a very
difficult task to scale horizontally.

NoSQL
Taking the opposite approach NoSQL, standing for Not Only SQL [10], does not rely solely
on tables consisting of rows and columns. Instead it can store data in many different forms.
One of them being document form [10]. This level of flexibility can be a significant assist in
creating a highly customised database. Another benefit of NoSQL’s lack of a set structure is
that it helps it scale horizontally [10]. As data does not need to all be on a single machine.
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Flexibility does have its drawbacks. NoSQL requires a high degree of effort and time to
understand. Accompanied by the fact that the NoSQL community is not as large as the likes
of SQL [8] owing to its newer creation status, makes NoSQL somewhat of a less reliable
language. As finding others to maintain or expand the database will take more time and is a
slightly more specialised language in comparison to SQL.

Conclusion
Considering that the data that Daly Tyres is going to be handling is of a benign nature the
flexibility that NoSQL affords does not seem necessary. Instead the structure of SQL is
highly appealing. Especially as once completed and control fully handed over it should be
easier for the client to find someone to maintain or even update the system. It is also not
evident at this moment that horizontal scaling would be preferably over vertical scaling and
vice versa. Given these facts, SQL seems a much more suitable database language in
comparison to NoSQL.

This practicality helps save time, as this focus will ensure that very little time is spent on
learning tasks that unlimitedly won’t be needed. Being able to insert documents into the
database may be a nice feature but it would only ever be implemented if there was time to
spare and that would be unlikely. Thus the benefits of NoSQL would be unlikely to be
realised.

For me, SQL is a much more familiar language. The added complexity and size of the
database that will be required should ensure a deeper level of knowledge of SQL will be
needed. While having an added benefit of not needing to learn a new system structure with
NoSQL.
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SQL Database Management Systems
Now that a database language has been decided upon, the next step is to examine a
number of different SQL database management systems. These services are used to create,
store, access, maintain and update relational databases [11]. While all should offer the same
basic function, it is the mechanics that will set these systems apart.

MySQL

Figure 1: MySQL logo [22].

An open-source database, MySQL has been operating for 25 years [12] and has 5 million
active installations [12], making it the most popular in the world. It is free and operates under
a GNU General Public License [12]. All of that to say that anyone that so wishes can
operate, examine, and modify the software freely [13]. With it supporting numerous popular
programming languages such as Java, Python, C, C++, and many more [12]. Given its
longevity in conjunction with such a large active user base, MySQL can certainly claim to
have a wide ranging support system and documentation [12]. Making it unlikely to run into
any problem that cannot be solved in a timely manner.

With its single greatest downfall being that it struggles when dealing with databases of
substantial size [14], MySQL offers many upsides.
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MariaDB

Figure 2: MariaDB logo [23].

Similarly to MySQL, MariaDB is free and operates under a GNU General Public License [15].
In fact MariaDB has been developed from MySQL [15]. This means that it shares many of
the features. Including support for all the previously mentioned programming languages [16].

Even though MariaDB was created from MySQL this does not mean that the two are still
compatible. That may once have been the case but now migrating code between the two
now requires work to be done on the code in order to get it to function [17]. This was once a
significant advantage for MariaDB.

PostgreSQL

Figure 3: PostgreSQL logo [24].

Similarly PostgreSQL is a free and open-source database management system [18].
However this is where the system starts to differ from the previous two mentioned. Unlike
before PostgreSQL does not use a GNU General Public License. Instead it appears to
operate under what it calls the PostgreSQL License [19]. Even then it operates under much
the same principles as the GNU General Public License. As it allows for anyone to operate,
examine, and modify the software freely [20]. The next big distinction is that PostgreSQL is
not just a relational database, it is an object-relational database [18]. This means that the
databases can handle data of a more complex nature as it allows objects to be stored [21].
An example of such data would be multimedia content [21], i.e. images, video, audio, and so
on. Otherwise PostgreSQL supports the same languages as mentioned previously [21].
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Conclusion
Given everything above, using MySQL would appear to be a reasonable choice to make. At
this moment in time the database and the tables included do not appear to need any special
features and are fairly straight forward in their structure. This fact along with its long history
makes MySQL a reliable option, with plenty of support. Its popularity is a testament to this
fact.

With MySQL there are no obvious marks against it, unlike with MariaDB and PostgreSQL.
One of the selling points of MariaDB used to be that it was compatible with MySQL. This
shows a willingness to make major changes to the platform. Something that does not appeal
when taking consistency and maintainability into account. As for PostgreSQL, not so much a
mark against it but, the object-relational databases are not needed. Adding a new licence
makes PostgreSQL appear more unnecessarily complex compared to the others.

Taking all of this into consideration from a personal perspective, MySQL appears to be a
good tool to learn to use. As its widespread use and the fact that it is used as the basis for
other similar applications increases the chance of any experience gained being of us after
the project is completed. Making it a valuable skill to learn.
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Cross-Platform Frameworks
The client has made it clear that they desire a phone app for drivers to access and did not
specify when it came to all other users. There is no control of the phone operating systems
that the drivers will be using. This means that both Android and iOS will need to be catered
for. For this there are a number of cross-platform frameworks that allow for one application to
be built. That can then operate on more than one operating system. That is what will be
examined in this section. To determine which one is the best suited for this project.

Xamarin

Figure 4: Xamarin logo [43].

As has been seen before, Xamarin is free and open-source [25]. It advertises both tools and
libraries that allow for mobile applications to be developed for Android, iOS, and Windows
[25] from a single codebase. It boasts of a community of 1.4 million developers [26], with
more than 100,000 OSS contributions [25]. This stands for Operational Support System [27]
and is used by Xamarin to help maintain their computer network [27].

It lists three different languages C#, F#, and Visual Basic [25]. To get as close to a native
application as possible Xamarin can use C#, compile that natively and then .NET is used to
implement it to perform cross-platform [25][26]. This in theory should make the mobile
application function as close to a native application than it is in reality.

Despite being free and open-source, if any organisation wants to have multiple developers
working on Xamarin they will need to purchase a business or enterprise licence for Visual
Studio. These licences can get very expensive as an Enterprise Subscription will cost $250 a
month [28]. Fortunately this should not be an issue for this project. It is unlikely now or in the
future anything but a simple Individual version will be required. As this project is a solo
endeavour.
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Flutter

Figure 5: Flutter logo [44].

Another free and open-source framework [29]. While Xamarin was a product of Windows
[25], Flutter is a product of Google [29]. Once again with Flutter a single codebase can be
used to develop an application that can be deployed for Android, iOS , and desktop [29].

Flutter uses the programming language Dart [29]. This is programming language primarily
used for and by Google applications [30] and as such may not be as widely known as other
programming languages like C#. This specialisation is definitely a drawback, however the
Flutter website has a page on it that has a number of tutorials for developers of different
levels with Dart to practise and learn from [31]. Even then Dart is not so new and out there of
a language as its syntax is similar enough to Java or C++ to draw recognition [32].

Due to certain features such as the Flutter widgets mobile apps have a tendency to be
bulkier than in comparison to native applications. With any application developed on Flutter
being a minimum of 4MB [33]. This is less a problem for developers and more so a problem
for any users as memory on a phone is more limited than that of desktop.

QT

Figure 6: QT logo [45].

While Xamarin and Flutter are by far and away the more popular cross-platform frameworks
[34] there are a number of smaller frameworks that have been around for a far greater
number of years. QT being one of those. Released in 1995 [35] QT is free and open-source,
operating under the GPL 2.0, GPL 3.0, and LGPL 3.0 licences [35].

12



QT has tools to enable cross-platform application development, advertising, its own IDE, and
more [36]. Based on C++ [37] does not have the same learning requirement of a new
language like Flutter.

To get access to certain tools such as the quick compiler, a commercial licence is needed
[38]. This licence starts at $180 a month [39] and while all frameworks that have been
examined have both a free and a paid version, the performance of QT becomes an issue. As
such without the quick compiler starting times for applications can become an issue [38].

Electron

Figure 7: Electron logo [46].

Finally there is Electron, a free and open-source cross-platform framework [40]. Electron is
much more geared toward web application development [40]. It can still be used to deploy to
Android and iOS since that does not appear to be a primary function; it is more likely than
not in among the most popular cross-platform frameworks [34]. Although with there needing
to be three separate web apps for Daly Tyres, the fleet operator and the garage operator, in
comparison for the one mobile app for drivers, this may not be as big of a hindrance than it
first appears.

Similarly to Flutter, the minimum size of the application created is the largest issue at hand.
Electron uses Chromium and Node.js to build its desktop applications [41]. Chromium is over
100MB in size [42]. Therefore any web application that is made with Electron will also have
to come with this extra bulk. No matter how simple the web application is.
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Conclusion
After taking all of the above into account Xamarin has distinguished itself as a suitable
cross-platform framework for this project. The fact that a business or an enterprise licence
would make the framework an expensive endeavour is not unique to the framework. Even
then the odds of one being needed are extremely unlikely.

Its popularity, especially in comparison to QT and Electron, as shown by its large collection
of OSS contributors is a good indicator that there will be plenty of resources when
implementing the codebase and into the future.

In a similar vein to choosing MySQL, Xamarin is also a widely used platform. Any expertise
gained in using the platform now has a greater chance of being applied later. This also
applies to the language, C#. With Flutter being the next biggest platform researched it
revealed that Flutter uses Dart. This programming language is primarily used for Google
applications. It is much more limited in its use. Being ranked 20th [47] on a list of the most
common programming languages of 2022. In comparison to C# which is ranked 4th [47], it is
clear that C# will have much more utility outside of this project.
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Development
Now that the theory portion of the research has been done it is time to move onto the
practical. Where the ideas and concepts discussed from before are brought to life. This
portion of the manual will cover any research that arose from that development process. As
well as discuss any issues that were encountered, and the solutions found.

Flutter Environment Set Up
To set up Flutter I used Android Studio, VS Code is also an option. Both are needed to install
flutter and both were already downloaded on my machine. Here is a step by step guide of
that download process.

Download Flutter

1. Download the Flutter SDK for Windows from this website:
https://docs.flutter.dev/get-started/install/windows

2. Extract zipped file using the recommended file path. C:\src\flutter\flutter
3. Copy this path
4. Using the Windows search tool enter ‘Edit environment variables for your account’
5. Under ‘User Variable’ click on ‘Path’ and then click on the edit button.
6. Click on ‘New’ and paste the copied path from step 3
7. Click ‘Ok’ until all the screens just opened are gone
8. Using the Windows search tool enter ‘cmd’
9. Type ‘flutter doctor’ and press enter
10. On screen it will show the requirements needed for flutter

Android Studio Plugins

11. Open Android Studio
12. Click on ‘Plugins’
13. Search for ‘flutter’ and click on install
14. Search for ‘dart’ and click on install
15. Restart Android Studio
16. Using the Windows search tool enter ‘cmd’
17. Type ‘flutter doctor’ and press enter. ‘Android Studio (version 2022.1)’ is now

complete.
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Android Studio SDK

18. In Android Studio open ‘SDK Manager’
19. Click on ‘SDK Tools’
20. Make sure ‘Android SDK Command-line Tools’ is selected
21. Click ‘Apply’
22. A prompt asking ‘Confirm Changed’ appears, click ‘Ok’
23. Click ‘Finish’ once download is complete
24. Click ‘Apply’ and the ‘Ok’ in the SDK Manager
25. Using the Windows search tool enter ‘cmd’
26. Type ‘flutter doctor’ and press enter. ‘Android toolchain’ is now partially complete.

Android Studio Licence

27. Still in the ‘cmd’ type ‘flutter doctor --android-licenses’ and press enter
28. Type ‘y’ and press enter for all prompts
29. Type ‘flutter doctor’ and press enter. ‘Android toolchain’ is now complete.

VS Code Extensions

30. Open VS Code
31. Click on ‘Extensions’
32. Search for ‘flutter’ and click on install
33. Search for ‘dart’ and click on install
34. Restart VS Code
35. Using the Windows search tool enter ‘cmd’
36. Type ‘flutter doctor’ and press enter. ‘VS Code (version 1.74.3)’ is now complete.
37. The cmd should now look like the figure below

Figure 8: Flutter has successfully been installed

This means that all requirements for installing Flutter on Windows have been met and that
development in either Android Studio or VS Code can now begin. Due to being more familiar
with Android Studio this was my IDE of choice.
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Running Flutter on Emulator
Having selected Android Studio to develop in, the next step was to create a virtual device.
This is a device that runs on an emulator inside Android Studio. Providing a proving ground
for the Flutter project without the need to continually connect a physical device to the
computer.

Create Project
1. Open Android Studio
2. Click ‘New Flutter Project’
3. Click ‘next’
4. Give the project a name. All lowercase, i.e. my_first_app
5. A counter project is automatically provided by flutter

Create Virtual Device
6. Open ‘Device Manager’
7. Click ‘Create Device’
8. Select ‘Phone’ and select a model from the list provided
9. Click ‘next’
10. Select a system from the list provided
11. Click ‘next’
12. Make any changes that are desired, otherwise just click ‘Finish’
13. Check the ‘Device Manager’ tab. A phone is listed.

Figure 9: Virtual devices on Android Studio
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Run Emulator
14. Click the arrow head symbol next to the device to launch the virtual device
15. Click on ‘<no device selected>
16. Click ‘Refresh’
17. Click on the name of the device just created
18. Click ‘Run’

Figure 10: Default Flutter app running on virtual device inside Android Studio

Chrome, Edge and Windows are already listed as devices and require no further set up.
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Flutter and MySQL
One of the first major problems during the development stage was trying to connect the App
to the MySQL database. As Android Studio and Flutter do not have an inbuilt driver to
access MySQL. Upon further research a preferred method for those online is to access
MySQL databases by using PHPmyAdmin [48]. This however is not desirable as it creates
an intermediary between the two applications. Increasing the application’s vulnerability to
cyber attacks.

After some more looking, a library called mysql1 looked promising. Available on pub.dev this
library provides a MySQL driver for the Dart programming language, which is used by Flutter
[49]. However, this too was unsuccessful. As even when the Flutter App would run, the
MySQL would not connect. Although the reasons behind this failure to connect are not
known, it was determined that after so much time spent on the issue with no progress it was
time to move onto an alternative database system.

Figure 11: Flutter code for SQL

This was the code used to try and understand the issue with connecting to the MySQL
database. When executed it does not reach inside the loop. As the log doesn't print to the
console. It also produced this error:

[ERROR:flutter/runtime/dart_vm_initializer.cc(41)] Unhandled Exception: SocketException:
Connection refused (OS Error: Connection refused, errno = 111), address = localhost, port =
47788
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Flutter and Firebase
With both Android Studio and Flutter being owned by Google [50][51]; it is unsurprising that
other Google products can work with one another without much need for prior setup. As
such using the NoSQL database system Firebase was the next sensible step. This proved to
be the correct step as Firebase was much easier to connect to and had much more
documentation on how to use it in conjunction with Flutter available online.

However, Firebase does use NoSQL and this is a technology that I had no previous
experience in. At the top of the scale Firebase NoSQL stores information in collections.
There can be multiple collections in a database. Within these collections are documents. The
documents are what hold the individual pieces of data. All of the information contained in
the database is stored as a JSON object [52]. The database structure that was initially
thought of for the MySQL database is not compatible with this layout.

Conclusion

Despite the drawbacks in experience and the fact that previous work had to be revised, this
was a necessary change and the right one to make. The compatibility of the two
technologies has allowed for faster progress. Something was sorely needed.
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Connect to Firebase
Firebase is an online database and requires no direct insulation. Instead you must create an
account and connect to the database over the internet.

Log on to Firebase
1. Go to this page https://firebase.google.com/
2. Click ‘Get Started’
3. Enter any name into the Project Name field
4. Turn off Google Analytics
5. Click ‘Continue’

Install Firebase CLI
6. Click on the Flutter Icon at the top of the screen
7. Follow the instructions
8. Install Firebase CLI
9. Once installed enter the CLI
10. Login with your Google account
11. Install Node.js
12. Using the Windows search tool enter ‘cmd’
13. Enter ‘npm install -g firebase-tools’
14. Copy this path ‘C:\Users\you\AppData\Local\Pub\Cache\bin’
15. Using the Windows search tool enter ‘Edit environment variables for your account’
16. Under System Variable’ click on ‘Path’ and then click on the edit button.
17. Click on ‘New’ and paste the copied path from step 14
18. Click ‘Ok’ until all the screens just opened are gone
19. Using the Windows search tool enter ‘cmd’
20. Enter ‘firebase -V’. If successfully installed the screen will appear as below.

Figure 12: Firebase installed
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Install and Run FlutterFire CLI

21. Using the Windows search tool enter ‘cmd’
22. Copy and paste the next command given by the instructions into the cmd
23. The second instruction is copied and pasted into a terminal at the root of your flutter

project
24. Set up for any devices you wish. For this project it was all.

Initialise Firebase

25. Copy and paste the next command in the instructions into the main.dart file.
26. Firebase is now ready.

Firebase Libraries
Copy the following commands into a terminal at the root folder for the project:

● flutter pub add firebase_database [66]
● flutter pub add firebase_auth [67]
● flutter pub add firebase_core [68]
● flutter pub add cloud_firestore [69]

All dependencies are available at pub.dev

22



Dart Code
A modern object-oriented programming language, Dart was developed in 2011 and was
developed by Google [53]. The designers of the language are Lars Bak and Kasper Lund
[54]. Its creation was influenced by a number of different languages. Some examples being
Java, JavaScript, C# [65] and TypeScript [55]. Specifically from looking at how the code is
structured, Dart is similar to C. Given all these facts, this gives Dart a strong groundwork for
use in web development.

Its use as Flutter’s main programming language may reveal what was the purpose of
designing such a language. A better performing cross-platform language for development. It
markets itself as

Below is a list of some of the common widgets that were used in the creation of this project.
As well as a brief explanation of their operation and how they were used:

● Text() - this widget was the starting base for much of the project. It displayed the text
that is contained within it to the screen [56].

● TextFormField() - a combination of two widgets, the TextField() and the FormField().
With the former contained inside the latter [57]. This widget was used to receive input
from the user. With the TextField() portion letting the user enter the information [57]
and the FormField() enabled that information to be handled [58]. This combination of
functions made it the perfect widget to use in forms that relied on user inputs.

● TextStyle() - executed from within a Text() or similar widget, it was used to arrange
the composition of the text on display [59]. Such as the font, size and colour of the
text [59]. All text on display for the user has been modified using this class.

● BoxDecoration() - to make clear where users should put their information in the form,
a BoxDecoration() class was extremely useful. It allowed for styling of the
surrounding form field [60]. Such as the shape and colour of the input boxes.

● TextButton() - once a user had filled in a field it was necessary to have an action that
would specify when that information could be handled by the backend. To do this a
TextButton() widget was used. As a button it could have any text written inside it [61].
Making it clear what its purpose was. Most importantly it allowed for an onPressed()
operation to be carried out. This could be anything from a page navigation to another
screen operation, to calling a function to perform an operation on the information
contained inside the form [62].

● Expanded() - creating a space that will take up any screen space that is available to it
[63]. In use this means that if there are two Expanded() widgets in use, each will
occupy half of the available screen space.This widget was used for setting the layout
of each page. To ensure uniformity. It could be orientated either vertically or
horizontally [63].

● Container() - somewhat similar to Expanded(), this widget created a space for its
contents [64]. However, unlike Expanded() it only occupied the same space as the
content specified. Making it a suitable widget to handle each individual element of a
page's layout.
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